Assignment - 5

# Q1. What does an empty dictionary's code look like?

## Ans: An empty dictionary is represented by pair of empty curly brackets or can also be created through fuction call.

d = {} (or) d = dict() For example:

dictionary\_1 = {}

print(f"dictionary 1: {dictionary\_1} and it's type {type(dictionary\_1)}") print("\*"\*80)

dictionary\_2 = dict()

print(f"dictionary 2: {dictionary\_2} and it's type {type(dictionary\_2)}")
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\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* dictionary 2: {} and it's type <class 'dict'>

# Q2. what is the value of dictionary value with key 'foo' and the value 42 ?

## Ans: The dictionary value will be {'foo' : 42} . let's check it with a code:

# dictionary

d = {'foo' : 42}

print(f"Dictionary value : {d}") print('\*'\*80)

print(f"d.items() : {d.items()},\nd.values() : {d.values()},\nd.keys() : {d.keys()}")

Dictionary value : {'foo': 42}

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* d.items() : dict\_items([('foo', 42)]),

d.values() : dict\_values([42]),

d.keys() : dict\_keys(['foo'])

# Q3. What is the most significant distinction between a dictionary and a list?

## Ans:

from prettytable import PrettyTable

#creating column list

cols = ["Serial No.", "List", "Dictionaries"]

#creating table and passing column lists tbl = PrettyTable(cols)

#Adding rows

tbl.add\_row(["1.", "Lists are created by placing all the elements between square brackets '[ tbl.add\_row(["2.", "A comma separates the elements in the list.", "Elements are stored in the tbl.add\_row(["3.", "It is an ordered collection of data.", "It is an un-ordered collection of

print(tbl)

+------------+-------------------------------------------------------------------------

| Serial No. | List

+------------+-------------------------------------------------------------------------

| 1. | Lists are created by placing all the elements between square brackets '[

| 2. | A comma separates the elements in the list.

| 3. | It is an ordered collection of data.

+------------+-------------------------------------------------------------------------

# Q4. What happens if you try to access spam ['foo'] if spam is {'bar':100} ?

**Ans:** It will throws error that is KeyError : 'foo'

spam = {'bar':100}

# Spam is a dictionaries and every dictionary is in key:value format # lets see the items that spam conatins

print(f"Items that spam contains: {spam.items()}") print("\*"\*80)

# The keys that spam contains

print(f"Keys that spam contains: {spam.keys()}") print("\*"\*80)

# The values these keys have of spam dictionaries

print(f"Values that keys have inside spam dictionaries: {spam.values()}") print("\*"\*80)

# What happens if we called a wrong key or the key which is not present inside spam dictionar print(f"Wrong key called : {spam['foo']}")

Items that spam contains: dict\_items([('bar', 100)])

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Keys that spam contains: dict\_keys(['bar'])

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Values that keys have inside spam dictionaries: dict\_values([100])

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

KeyError Traceback (most recent call last)

<ipython-input-4-6f6cdd34928a> in <module>() 15

16 # What happens if we called a wrong key or the key which is not present

**Q5. if a dictionary is stored in spam,what is the difference between the expressions 'cat' in spam and 'cat' in spam.keys() ?**

**Ans:** There is no difference. The operator checks whether a value exist as a key in dictionary or not

inside spam dictionary

---> 17 print(f"Wrong key called : {spam['foo']}") KeyError: 'foo'

SEARCH STACK OVERFLOW

# we have a dictionary "spam"

# 'cat' as a key and 0 as a value spam = {'cat': 0}

# keys in spam

print(f"Keys that spam contains: {spam.keys()}") print("\*"\*80)

# A function that returns the key from the value def getKey(val):

for key, value in spam.items(): if val == value:

return key

return "Key doesnot exist"

# print(getKey(0))

# print(list(spam.keys())[0])

if (list(spam.keys())[0]) == (getKey(0)):

print("Expressions 'cat' in spam and 'cat' in spam.keys() are same.") else:

print("Expressions 'cat' in spam and 'cat' in spam.keys() are different.")

Keys that spam contains: dict\_keys(['cat'])

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Expressions 'cat' in spam and 'cat' in spam.keys() are same.

# Q6. If a dictionary is stored in spam, what is the difference between the expressions 'cat' in spam and 'cat' in spam.values() ?

## **Ans:** 'cat' in spam checks whether there is a key 'cat' is present in the dictionary or not,

while 'cat' in **spam.values(**) checks whether there is a value 'cat' for one of the keys in spam.

# Q7. What is a shortcut for the following code?

if 'color' not in spam: spam['color'] = 'black';

## **Ans:** spam.setdefault('color', 'black')

spam={}

spam.setdefault('color', 'black') spam.items()

dict\_items([('color', 'black')])

# Q8. How do you "pretty print" dictionary values using which module and function?

## **Ans:** We can 'pretty print' dictionary values in two ways:

1. By using pprint() function of pprint module

## **Note:** pprint() function doesn't prettify nested dictionaries

1. By using dumps() function in Json and using dump() in yaml module

import pprint import json

import yaml

employee = [

{'Name': 'Sonu', 'Age':23, 'Residence': {'Country':'USA', 'City':'New York'}},

{'Name': 'Monu', 'Age':44, 'Residence': {'Country':'Spain', 'City':'Madrid'}},

{'Name': 'Anju ', 'Age':26, 'Residence': {'Country':'UK', 'City':'England'}},

{'Name': 'Yun Lee', 'Age':30, 'Residence': {'Country':'Japan', 'City':'Osaka'}},

]

print('Printing using print() function\n', employee) print('-'\*331)

print('Printing using pprint() function\n') pprint.pprint(employee)

print('-'\*331)

jsondump = json.dumps(employee, indent=4)

print('Printing using dumps() method\n', jsondump) print('-'\*331)

yamldump = yaml.dump(employee)

print('Printing using dump() method\n', yamldump)

{'Age': 26, ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAAiCAYAAAA6RwvCAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA/klEQVRYhe3WT4qDMBiH4Z/D4NKF9/Co36LkAHoEPUKk21mZEyT7BP9AAiWdWVVKhqFB2wpD3qV+hgcjwWye5y8c2zXP81O2LMv5YAgAXLJxHL+PVgDAx9GAWwkSliBhCRKWIGEJErYbwjkH53w35HPPw8MwoGkaAEBZlqiqavNam9+IlBKMMXjv4b0HYwxSyvdCtNYgIjjn1mvOORARtNbvgVhrQUQwxvy6Z4wBEcFa+1rIbQuUUn/OKKXWLXsZpK5rCCEezgkh1o/46ZC2bdH3ffTCnHN0XRc9H/3POk1T9KL3FUURNRd9jsQuuLX/c8Q/qwQJS5CwBAlLkLAf8C9qtAMXTNYAAAAASUVORK5CYII=)

|  |  |
| --- | --- |
| 'Name': 'Anju ', |  |
| 'Residence': {'City': 'England', 'Country': 'UK'}}, |
| {'Age': 30, |
| 'Name': 'Yun Lee', |
| 'Residence': {'City': 'Osaka', 'Country': 'Japan'}}] |
| Printing using dumps() method [  {  "Name": "Sonu", "Age": 23,  "Residence": {  "Country": "USA",  "City": "New York"  }  },  {  "Name": "Monu", "Age": 44,  "Residence": {  "Country": "Spain",  "City": "Madrid"  }  },  {  "Name": "Anju ", "Age": 26,  "Residence": {  "Country": "UK",  "City": "England"  }  },  {  "Name": "Yun Lee", "Age": 30,  "Residence": {  "Country": "Japan",  "City": "Osaka"  }  }  ] |
|  |
| Printing using dump() method |
| - Age: 23 |
| Name: Sonu |
| Residence: {City: New York, Country: USA} |
| - Age: 44 |
| Name: Monu |
| Residence: {City: Madrid, Country: Spain} |
| - Age: 26 |
| Name: 'Anju ' |
| Residence: {City: England, Country: UK} |
| - Age: 30 |
| Name: Yun Lee |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAAbCAYAAAAULC3gAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAA5ElEQVRIic3XsQ7CIBCA4V9jjFsfhzdQZ5/Gjk7t47j6BD6Pq5NLL2kItEDvwJsOEi5fgORgx/tG43DAFXgAHNpacMAL6IAT0LcEzTEAd4D9n2AkPi1AMUwPjLVBixioe2SrmJqgJEwtUDKmBigLYw3KxliCijBWoGKMD+qmQq4VZg4SzHkDajNGQEcPUbJTKhgBfYGnN5+DUsMIiGlhX4BSxcxBJSh1jA/KQZlgIPyElYJDAHWZxiaYGGgNJbk6Zgm0hPJDDQPrrSN0p8wwkNbLYih1DKQ3Vx9lgoG8j+IYyVXjB5lQRODDANBoAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAVCAYAAACpF6WWAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABxklEQVQ4jb3VMYvTYBgH8H8eMeaFtlM7ZeqZIylF0aFZGrh8C4OlhTuQBk44Bwc/hIuDkC530FLpfYsIKUg6KMLRhCt26nQ3XStvzJA45ShasWeD//35vQ/vC/9XSNMUmzJZzRr9K7czXgbNKV/UojSWJEGMakyeNovauFMx+42CMtk0K/yKhnyh2vOe495cmBtPW4tZqrtOtWurTA7/iI6uPevo2/tTnsTsb2AWRiI/3Ts+ssrG6Dd0dO1Zrdm7YYKEtgWzECj5oLx6/qzcPL9FQ75Qn3x9/SVKY+mu4PrGnx+9faoyOSQAsOc9ZxcQAHgSM3vecwCA/NWlvs2jbBP35sKcrGaNe9KLx2/87zM9DxQAHgj3f5C3DIy8QAAYL4OmIH2y+K73uR5JECPKEwSAKI0lkgQxyhOVBDEijclBnmiNyVMyipqXJ9osamNqVw4GeaKditknvbDvm6W6mwdolupuo6BMCACcatfe9cEYidypdm0AIABQmRyePTw+JFDyLyCBkrO9l4dZr97WnFU2RkPlpHXXjRmJfKictLLaA/5H86/HX13qg6uPbW8ZGAFfaNkfpTE5MIqa164cDPTCvr9p9idzPcdFjgiYYAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAYAAAByUDbMAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAz0lEQVQ4jbVUuw3CQAx9AjZIfVKKa6N0LMEMEb2zgyNlhoQBfF2WyABU16SmZwjTECSQSBx0WHJhnfXu+fkDVQUzdyJCqoqtLiLEzJ2q4tA0TSciNZ5WVdUFRgshEDP3c7zz3k9zwMx9CIF+AfLeTy+qeZ7r7Gslf8tfTbACvYFZANfezT9bmJs0IaLBIoFZZEtzFgfykxERDUv5/2eWTLNk3Uw2Z8k2INlubgVaAtwXRXGOMR4BoG3b2nrPyrK8Zll2H8fxBADOuRtU013aBznCB4YL9fdiAAAAAElFTkSuQmCC)
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Residence: {City: Osaka, Country: Japan}
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